Preuve de connaissance

| Connaissances/compétences | Exemple de code | Explications |
| --- | --- | --- |
| Je maîtrise les règles de nommage Java. |  | Les noms de package et variable sont en minuscule et les noms de classe commencent par une majuscule. |
| Je sais binder bidirectionnellement deux propriétés JavaFX. |  | Les paramètres du jeu sont bind bidirectionnelle, c'est-à-dire que si l’on change la vue ça se répercute sur l’objet et si on modifie l’objet, cela se répercute sur la vue. |
| Je sais binder unidirectionnellement deux propriétés JavaFX. |  | Lorsqu'une des propriétés de l’objet joueur change, cela se répercute sur la vue est uniquement dans ce sens |
| Je sais coder une classe Java en respectant des contraintes de qualité de lecture de code |  | Comme on peut le voir le code est lisible, les noms des classes sont clairs.  Si ce n’est pas ça je ne vois pas à quoi ça fait référence. |
| Je sais contraindre les éléments de ma vue, avec du binding FXML. |  | Comme on peut le voir la propriété est belle est bien binder sur un élément du modèle. |
| Je sais définir une CellFactory fabriquant des cellules qui se mettent à jour au changement du modèle. |  | Il existe de nombreuses classes dans lesquelles on a délégué la création d’entités, de settings, highscore. |
| Je sais éviter la duplication de code. |  | Comme on peut le voir (il faut un peu plisser les yeux ^^), chaque “composant” d’une entité est séparé dans une classe et ensuite l’entityFactory compose les entités avec les différents composants |
| Je sais hiérarchiser mes classes pour spécialiser leur comportement. |  | L’interface IMove permet de généraliser l’accès aux méthodes de déplacement. MoveEnemy et Move “spécialise” son comportement.  IMove move = new Move(); |
| Je sais intercepter des événements en provenance de la fenêtre JavaFX. |  | On récupère l’action d’appui sur un bouton et ensuite on agit en conséquence. |
| Je sais maintenir, dans un projet, une responsabilité unique pour chacune de mes classes. |  | Dans Move, la collision est gérée par le collisionneur et non par Move directement.  Les responsabilités sont donc bien réparties. |
| Je sais gérer la persistance de mon modèle. |  | On a des classes Serializable qui permettent de rendre l’objet serializable (enregistrable dans un fichier XML par exemple). Puis, il est géré par le PersistanceManager qui fait office de façade, aux méthodes de persistance des objets. |
| Je sais utiliser à mon avantage le polymorphisme. |  | On a une entité qui possède une liste de Composant. Pour avoir un composant (et donc les propriété et méthode spécifique au composant), il faut caster le composant voulu en la classe que l’on veut (Location,Sprite…). |
| Je sais utiliser GIT pour travailler avec mon binôme sur le projet. |  | Le projet étant sur gitlab, il a bien fallu apprendre à s'en servir.  Push,Pull,Branch…  Lorsqu’il y a eu conflit, on a su fusionner les codes.  Pour l’ajout d’une fonctionnalité avec un impact assez conséquent sur le code, on a créé une branche qui dérive de main, ajouter la fonctionnalité et fusionner les deux branches. |
| Je sais utiliser le type statique adéquat pour mes attributs ou variables. |  | Les propriétés static présente dans Launcher permettent un accès aux managers partout où l’on a besoin. Seul le strict minimum a été mis en static.  Le variable settingsFile est final, car on ne souhaite plus pouvoir modifier le contenu de celle-ci.  C’est notamment pratique pour les constantes  La classe Componement a été mis abstract pour permettre l’héritage, mais pas l’instanciation de Componement. De cette manière seuls les objets qui héritent de Componement sont instanciables. |
| Je sais utiliser les différents composants complexes (listes, combo…) que me propose JavaFX. |  | Afin d’avoir une liste de Score sur la vue, il a été nécessaire d’utiliser une listView.  L’utilisation d’un observable set a permis d’actualiser la vue plus simplement. |
| Je sais utiliser les lambda-expression. |  | Il y a vraiment besoin d’un commentaire ? XD |
| Je sais utiliser les listes observables de JavaFX. |  | L’ajout d’un listener qui, quand un élément est ajouté ou retiré, appelle des méthodes pour actualiser la vue. |
| Je sais utiliser un convertisseur lors d’un bind entre deux propriétés JavaFX. |  | Il n’a pas été nécessaire d’utiliser un convertisseur pour le binding. |
| Je sais utiliser un fichier CSS pour styler mon application JavaFX. |  | On a utilisé un fichier CSS pour simplifier le balisage FXML. Ce CSS est passé en paramètre. |
| Je sais utiliser un formateur lors d’un bind entre deux propriétés JavaFX. |  | Il n’y a pas eu le besoin d’utiliser un formateur dans le code. |
| Je sais développer un jeu en JavaFX en utilisant FXML. |  | Toute la partie graphique du jeu est faite en FXML.  Que ça soit dans un fichier .fxml ou bien, dans le code behind à de plus rares occasions. |
| Je sais intégrer, à bon escient, dans mon jeu, une boucle temporelle observable. |  | Tout le jeu est basé sur la boucle, chaque méthode qui demande une actualisation (sprite, déplacement…), sont abonnées à la boucle. |